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Hey \#LinkedInFam, today let's dive into a fundamental concept in JavaScript While Loops! 앙

While loops are essential for automating repetitive tasks in your code. They execute a block of code repeatedly as long as a specified condition remains true. Here's a quick overview:

Basic Structure: while (condition) \{
// Code to execute while the condition is true \}

How It Works:
The condition is checked before entering the loop.

If the condition is true, the code block inside the loop is executed.
After execution, the condition is checked again.
The loop continues until the condition becomes false.

## Key Takeaways:

- While loops are perfect for tasks with an unknown or dynamic number of iterations.
- They are often used in user input validation and for processing data until a certain condition is met.
- Always be cautious to avoid infinite loops by ensuring the condition eventually evaluates to false.
- 

Now you're equipped with the basics of While Loops in JavaScript! Stay tuned for more JavaScript insights. Happy coding! 星 \#JavaScript \#WebDevelopment \#CodingFundamentals \#LearnToCode

## Understanding JavaScript While Loops

In JavaScript, loops are essential for repetitive tasks, and the while loop is one of the fundamental loop structures. It allows you to execute a block of code repeatedly as long as a specified condition evaluates to true. Here's a detailed breakdown of while loops along with coding examples:
while (condition) \{
// Code to execute while the condition is true

How It Works:

- The condition is evaluated before entering the loop. If it's true, the loop runs; otherwise, it skips the loop.
- The code block inside the loop is executed.
- After executing the code block, the condition is evaluated again.
- If the condition is still true, the loop continues to run; otherwise, it exits.


## Example 1: Counting to 5

let count $=1$;

```
while (count <= 5) {
    console.log(count);
    count++;
}
```

In this example, the loop starts with count equal to 1 . It continues to run as long as count is less than or equal to 5 . The loop increments count by 1 in each iteration, printing the numbers 1 through 5.

```
Example 2: User Input Validation
let userInput;
const secretCode = 'open sesame';
while (userInput !== secretCode) {
    userInput = prompt('Enter the secret code:');
    if (userInput === secretCode) {
        console.log('Access granted!');
    } else {
        console.log('Access denied! Try again.');
    }
}
```

In this example, the loop asks the user to enter a secret code. It continues to prompt the user until the entered code (userInput) matches the secret code. If they match, it grants access; otherwise, it keeps asking.

## Example 3: Generating Fibonacci Series

```
let a = 0, b = 1;
```

let fibonacci $=[\mathrm{a}, \mathrm{b}]$;
while (fibonacci.length < 10) \{
let next = a + b;
fibonacci.push(next);
$\mathrm{a}=\mathrm{b}$;
b = next;
\}
console.log(fibonacci); // [0, 1, 1, 2, 3, 5, 8, 13, 21, 34]

In this example, the loop generates the first 10 numbers of the Fibonacci series using a while loop. It starts with a and b as 0 and 1 , respectively, and calculates the next number in each iteration.

Conclusion: while loops are powerful tools for automating repetitive tasks in JavaScript. They are especially useful when the number of iterations is unknown or based on a dynamic condition. However, be cautious to avoid infinite loops by ensuring the condition eventually evaluates to false.

## Coding exercises to practice JavaScript Loops

Here are 10 coding exercises to help you practice while loops in JavaScript:

## Exercise 1: Counting to 10

Write a program that uses a while loop to print numbers from 1 to 10 .

Exercise 2: Countdown Create a countdown timer using a while loop.
Start from a given number and count down to zero, printing each number along the way.

## Exercise 3: User Input Validation

Ask the user to enter a number between 1 and 100 using a while loop.
Keep prompting until they enter a valid number within the range.

## Exercise 4: Sum of Even Numbers

Calculate the sum of all even numbers from 1 to 100 using a while loop.

## Exercise 5: Factorial Calculation

Write a program to calculate the factorial of a given number using a while loop. The factorial of a number n is the product of all positive integers from 1 to n .

## Exercise 6: Guess the Number

Create a simple guessing game where the program generates a random number, and the user needs to guess it. Use a while loop to keep prompting the user until they guess correctly.

## Exercise 7: Password Validation

Implement a basic password validation system using a while loop. Ask the user to enter a password, and keep asking until the password matches a predefined value.

## Exercise 8: Multiplication Table

Generate a multiplication table for a given number using a while loop. Print the table from 1 to 10 .

## Exercise 9: Fibonacci Sequence

Generate the Fibonacci sequence using a while loop. The sequence starts with 0 and 1 , and each subsequent number is the sum of the two preceding ones.

Continue until you reach a specified number of terms.

## Exercise 10: Reverse a String

Write a program to reverse a string using a while loop. For example, if the input is "hello," the output should be "olleh."

Feel free to give these exercises a try and practice your while loop skills in JavaScript!

## Solutions to coding exercises

## Exercise 1: Counting to 10

```
let i = 1;
while (i <= 10) {
    console.log(i);
    i++;
```


## Exercise 2: Countdown

```
let countdown = 5;
while (countdown >= 0) {
    console.log(countdown);
    countdown--;
}
```


## Exercise 3: User Input Validation

let userInput = parseInt(prompt("Enter a number between 1 and 100:"));

```
while (userInput < 1 || userInput > 100
isNaN(userInput)) {
    userInput = parseInt(prompt("Invalid input. Enter a
number between 1 and 100:"));
}
```

console. log("You entered a valid number: " +
userInput);

## Exercise 4: Sum of Even Numbers

```
let sum = 0;
let number = 2;
while (number <= 100) {
    sum += number;
    number += 2;
}
```

console.log("Sum of even numbers from 1 to 100: " +
sum);

## Exercise 5: Factorial Calculation

```
let number = parseInt(prompt("Enter a number:"));
```

let factorial = 1;
let i = 1;
while (i <= number) \{
factorial $*=i ;$
i++;
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console.log("Factorial of " + number + " is " + factorial);

Exercise 6: Guess the Number
const targetNumber = Math.floor (Math. random() * 100) + 1;
let guess;
let attempts $=0$;

```
while (guess !== targetNumber) {
    guess = parseInt(prompt("Guess the number
(1-100):"));
    attempts++;
    if (guess < targetNumber) {
        console.log("Too low! Try again.");
    } else if (guess > targetNumber) {
        console.log("Too high! Try again.");
    }
}
```

console.log("Congratulations! You guessed the number " + targetNumber + " in " + attempts + " attempts.");

## Exercise 7: Password Validation

const correctPassword = "secret";
let enteredPassword = prompt("Enter the password:");
while (enteredPassword !== correctPassword) \{ enteredPassword = prompt("Incorrect password. Try again:");
\}
console.log("Access granted!");

## Exercise 8: Multiplication Table

const number = parseInt(prompt("Enter a number:"));
let i = 1;
while (i <= 10) \{

```
    console.log(number + " x " + i + " = " + (number *
i));
    i++;
}
```


## Exercise 9: Fibonacci Sequence

```
const numberOfTerms = parseInt(prompt("Enter the number
of Fibonacci terms to generate:"));
let a = 0, b = 1, c, i = 0;
while (i < numberOfTerms) {
    console.log(a);
    c = a + b;
    a = b;
    b = c;
    i++;
}
```


## Exercise 10: Reverse a String

let inputString = prompt("Enter a string:");
let reversedString = "";

```
let index = inputString.length - 1;
while (index >= 0) {
    reversedString += inputString[index];
    index--;
}
console.log("Reversed string: " + reversedString);
```

These solutions cover a variety of scenarios to practice using while loops in JavaScript. Feel free to try them out and modify them as needed for further experimentation!

